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1. INTRODUCTION

Process is a term used to describe the people, methods, and tools used to produce software products. Improving the quality of the product is believed to be based on improving the process used to develop the product. Software engineering process is defined as the system of all tasks and the supporting tools, standards, methods, and practices involved in the production and evolution of a software product throughout the software life cycle. Process management supports improvement of the defined process through measurement and feedback. Current implementations of process management combine three steps: definition, control, and improvement [1].

The existence of a gap between industry software engineering needs and academic software engineering education has been widely reported [2,3,4]. Industry requires software engineers but Universities are educating computer scientists [3]. A recent Software Engineering Institute report succinctly states the problem: “Students are not prepared to make the jump between computer science and software engineering in school to software engineering in the professional world.” One reason for the gap between what students learn in Universities and the skills required by the software industry is that few existing academic programs address the competencies expected of incoming software engineers. These are programming in the large, ability to work in teams, knowledge of process, quality and the ability to estimate time and labour costs. Computer science education, where most software engineering education occurs, too often focuses on individual contributions rather than managed group efforts involving these competencies. Group efforts, however, are the norm in the software industry [4].

Current curricula do not allow students to develop real software, but rather focus on what can be called “toy projects in toy situations” [2]. One approach to overcome this has been the introduction of project courses where students are grouped into teams and assigned a “realistic” (but toy-sized by industry standards) problem to solve. This has not proven to be effective for several reasons:

1) In Ethiopia, software industry area is very limited.
2) Resources are limited.
3) Most of the academic staffs of Haraamaya University lack knowledge of practical aspects of software development and project management.
4) Since the university faculty members are not aware of industries primary issues, many topics critical to software companies are not even discussed.
5) Students are expected to apply methods and techniques of software development to a “realistic” problem while they are learning these topics.
6) Very little instruction on planning, teamwork, and intergroup coordination is given.
7) An academic semester is too short to learn and practice all the life cycle operations.

It is not possible to design a project/program that will address all of the above issues. However, by amendment of the existing software engineering programs, it will be able to get closer to graduating students with qualifications that are needed currently in industry. The College of Computing and Informatics faculty at Haraamaya University have developed a software engineering program that addresses some of the issues. Some of the key elements of the program are:

1) Software engineering concepts introduced into the first year courses.
2) Introductory concepts were expended on in subsequent years.
3) Software development practice is introduced and emphasized through at least ten courses.

In the following parts of this paper, a detailed research has been used to employ the inclusion of software engineering practices across the curriculum.

2. IPO/PSP RESEARCH

The Personal Software Process (PSP) is a structured software development process that is intended to help software engineers understand and improve their performance, by using a “disciplined, data-driven procedure”. The PSP was created by Watts Humphrey to apply the underlying principles of the Software Engineering Institute’s (SEI) Capability Maturity Model (CMM) to the software development practices of a single developer. The PSP is similar to the Capability Maturity Model (CMM), except that it focuses on the personal process. It claims to give software engineers the process skills necessary to work on a Team Software Process (TSP) team. The PSP concentrates on the work practices of the individual engineers. The principle behind the PSP is to produce quality software systems, every engineer who works on the system must do quality work. This means that almost everyone associated with software development must learn how to do discipline engineering work. When engineers use the disciplined approach to software development included by PSP, they learn to become competent engineers producing quality software products on schedule [5-12].

The PSP is designed to help software professionals consistently use sound engineering practices. It shows them how to plan and track their work, use a defined and measured process, establish measurable goals, and track performance against these goals. The PSP shows engineers how to manage quality from the beginning of the job, how to analyze the results of each job, and how to use the results to improve the process for the next project.

1.1 The Principles of the PSP

Right way and the right approach is to be followed to do a software engineering job. Engineers must plan their work before committing to or starting on a job, and they must use a defined process to plan the work. To understand their personal performance, they must measure the time that they spend on each job step, the defects that they inject and remove, and the sizes of the products they produce. To produce quality products, engineers must plan, measure, and track quality product, and they must focus on quality from the beginning of a job. Finally, they must analyze the results of each job and use these findings to improve their personal processes. Software design is characterized as a set of practices and implementation techniques that allow the construction of marketable software systems that provide form and function satisfying to users [5].

The PSP design is based on the following planning and quality principles:

• Every engineer is different; to be most effective, engineers must plan their work and they must base their plans on their own personal data.
• To consistently improve their performance, engineers must personally use well-defined and measured processes.
• To produce quality products, engineers must feel personally responsible for the quality of their products. Superior products are not produced by mistake; engineers must work to avoid mistakes.
• It costs less to fix defects earlier in a process than later.
• It is more efficient to prevent defects than to find and fix them.
• The right way is always the fastest and cheapest way to do a job.

In the 2011-2012 academic years, software process concepts and activities were introduced into Software Process Management course. An early version of Watts Humphrey's Introduction to the Personal Software Process [5] was used to teach the course contents. The book is written for students new to computer science and software engineering. Its narrative style, examples and exercises have been customized to 2nd year software engineering students. There is a major stress on time management, and the PSP objects on time management design has been made easy. Also, there are no prearranged programming assignments for the PSP activities, so the objects can be used with a variety of different programming assignment profiles.

This assignment has been called “Improving Product Quality” (IPQ). (All through this paper, the reference to this assignment will be as IPQ/PSP). Main goal of this research was to emphasize to the students, from the very beginning, how important quality was in their work. More particularly our objectives were:

• Provide students with learning experiences that will help them to understand the importance of a disciplined approach in the development of software;
• Engage students in activities in which they use the elements of a defined personal software process;
• Provide a foundation for further development/ improvement of the student's personal software process and its use in individual and team projects.
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1. INTRODUCTION

Process is a term used to describe the people, methods, and tools used to produce software products. Improving the quality of the product is believed to be based on improving the process used to develop the product. Software engineering process is defined as the system of all tasks and the supporting tools, standards, methods, and practices involved in the production and evolution of a software product throughout the software life cycle. Process management supports improvement of the defined process through measurement and feedback. Current implementations of process management combine three steps: definition, control, and improvement [1].

The existence of a gap between industry software engineering needs and academic software engineering education has been widely reported [2,3]. Industry requires that software engineers and programmers be capable of producing quality software systems that provide form and function satisfying users [5]. A recent report succinctly states the problem: “Students are not prepared to make the jump between computer science and software engineering in school to software engineering in the professional world.” One reason for the gap between what students learn in Universities and the skills required by the industry is that few existing academic programs address the competencies expected of incoming software engineers. These are programming in the large, ability to work in teams, knowledge of process, process and the ability to estimate time and labour costs. Computer science education, where most software engineering education occurs, often focuses on individual contributions rather than managed group efforts involving those competencies. Group efforts, however, are the norm in the software industry [4].

Current curricula do not allow students to develop real software, but rather focus on what can be called “toy projects in toy situations” [2]. One approach to overcome this has been the introduction of project courses where students are grouped into teams and assigned a “realistic” (but toy-sized by industry standards) problem to solve. This has not proven to be effective for several reasons:

1) In Ethiopia, software industry area is very limited.
2) Resources are limited.
3) Most of the academic staffs of Haraya University lack knowledge of practical aspects of software development and project management.
4) Since the university faculty members are not aware of industries primary issues, many topics critical to software companies are not even discussed.
5) Students are expected to apply methods and techniques of software development to a “realistic” problem while they are learning these topics.
6) Very little instruction on planning, teamwork, and intergroup coordination is given.
7) An academic semester is too short to learn and practice all the life cycle operations.

It is not possible to design a project/program that will address all of the above issues. However, by amendment of the existing software engineering programs, it will be able to get closer to graduating students with qualifications that are needed currently in industry. The College of Computing and Informatics faculty at Haraya University have developed a software engineering program that addresses some of the issues. Some of the key elements of the program are:

1) Software engineering concepts introduced into the first year courses.

2) Introductory concepts were expended on in subsequent years.
3) Software development practice is introduced and emphasized through at least ten courses.

In the following parts of this paper, a detailed research has been used to employ the inclusion of software engineering practices across the curriculum.

2. IPO/PSP RESEARCH

The Personal Software Process (PSP) is a structured software development process that is intended to help software engineers understand and improve their performance, by using a “disciplined, data-driven procedure”. The PSP was created by Watts Humphrey to apply the underlying principles of the Software Engineering Institute’s (SEI) Capability Maturity Model (CMM) to the software development practices of a single developer. The PSP is similar to the Capability Maturity Model (CMM), except that it focuses on the personal process. It claims to give software engineers the process skills necessary to work on a Team Software Process (TSP) team. The PSP concentrates on the work practices of the individual engineers. The principle behind the PSP is to produce quality software systems; every engineer who works on the system must do quality work. This means that almost everyone associated with software development must know how to do discipline engineering work. When engineers use the disciplined approach to software development included by PSP, they learn to become more competent engineers producing quality software products on schedule [5-12].

The PSP is designed to help software professionals consistently use sound engineering practices. It shows them how to plan and track their work, use a defined and measured process, establish measurable goals, and track performance against these goals. The PSP shows engineers how to manage quality from the beginning of the job, how to analyze the results of each job, and how to use the results to improve the process for the next project.

1.1 The Principles of the PSP

Right way and the right approach is to be followed to do a software engineering job. Engineers must plan their work before committing to or starting on a job, and they must use a defined process to plan the work. To understand their personal performance, they must measure the time that they spend on each job step, the defects that they inject and remove, and the sizes of the products they produce. To produce quality products, engineers must plan, measure, and track product quality, and they must focus on quality from the beginning of a job. Finally, they must analyze the results of each job and use these findings to improve their personal processes. Software design is characterized as a set of practices and implementation techniques that allow the construction of marketable software systems that provide form and function satisfying to users [5].

The PSP design is based on the following planning and quality principles:

• Every engineer is different; to be most effective, engineers must plan their work and they must base their plans on their own personal data.
• To consistently improve their performance, engineers must personally use well-defined and measured processes.
• To produce quality products, engineers must feel personally responsible for the quality of their products. Superior products are not produced by mistake; engineers are responsible for them. It costs less to find and fix defects earlier in a process than later.
• It is more efficient to prevent defects than to find and fix them.
• The right way is always the fastest and cheapest way to do a job.

In the 2011-2012 academic years, software process concepts and activities were introduced into Software Process Management course. An early version of Watts Humphrey’s Introduction to the Personal Software Process (PSP) [5] was used to teach the course contents. The book is written for students new to computer science and software engineering. Its narrative style, examples and exercises have been customized to 2nd year software engineering students. There is a major stress on time management, and the PSP concepts and processes design has been made easy. Also, there are no prearranged programming assignments for the PSP activities, so the objects can be used with a variety of different programming assignment profiles.

This assignment has been called “Improving Product Quality” (IPQ). (All through this paper, the reference to this assignment will be as IPQ/PSP.) Main goal of this research was to emphasize to the students, from the very beginning, how important quality was in their work. More particularly our objectives were:

• Provide students with learning experiences that will help them to understand the importance of a disciplined approach in the development of software;
• Engage students in activities in which they use the elements of a defined personal software process.
• Provide a foundation for further development/ improvement of the student’s personal software process and its use in individual and team projects.
The IPQ/PSP research was divided into two parts:
1) Time Management Activity;
2) Quality Improvement Activity;

Although all students entering our Software Engineering 2nd year (2nd Semester) courses had programming experience, they were yet not ready for a formally defined software development process so in the beginning of the semester, students could best assimilate and assistance from the time management activities. After 1 month, PSP activities were formally introduced. Students carried out project planning for each project. This included using historical data to estimate size, effort and quality (defect projection). Actual data for each project was collected and recorded on a summary sheet. At this level the students (after finishing 1 month and their first year in college) had the maturity and were ready for a more disciplined way to develop their programs. By delaying the introduction of PSP for a further semester (or year) would allow sloppy and undisciplined programming practices to become more entrenched and make such practices much more difficult to change.

1.2 Time Management Activity

During the first offering, students were asked to keep an accurate time log which represented the time they spent on software engineering 2nd year (2nd semester) tasks.

The IPQ/PSP material was distributed rather uniformly throughout the semester. DQW assignments consisted of time management exercises where students were asked to keep track of the time they spent on the following four activities:
- ATTENDING CLASSES- the time spent in class
- IPQ- the time spent on filling out forms and performing necessary calculations.
- PROGRAMMING- the time spent on a programming assignment
- READING- the time spent preparing for class, including class, quiz and exam preparation

There was an annual college meeting (no class) that week and a close look at individual data showed the students were not aware of meeting when their budgets were made.

But again in 4th week budget plan, budget error for PROGRAMMING and READING is more compare to other week budget plan because now students are reading and writing advance codes which are more time consuming than they expected.

Budgeting IPQ minutes is almost equivalent to actual minutes.

Research finding of time management activity through weekly budget plan is given below:

The error for PROGRAMMING and READING is less compare to CLASS, READING, PROGRAMMING and IPQ tasks for weeks 1 through 4. The budget error is computed using the below formula:

\[
\text{Budget error} = 100 \times \frac{\text{actual - budget}}{\text{budget}}
\]

<table>
<thead>
<tr>
<th>Activity</th>
<th>1st Week Budget Plan</th>
<th>Actual Minutes</th>
<th>Budget Error</th>
</tr>
</thead>
<tbody>
<tr>
<td>Attending Classes</td>
<td>900</td>
<td>840</td>
<td>-6.666666667</td>
</tr>
<tr>
<td>Reading</td>
<td>600</td>
<td>800</td>
<td>33.33333333</td>
</tr>
<tr>
<td>Programming</td>
<td>600</td>
<td>1000</td>
<td>66.66666667</td>
</tr>
<tr>
<td>IPQ</td>
<td>420</td>
<td>400</td>
<td>-4.76194762</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Activity</th>
<th>2nd Week Budget Plan</th>
<th>Actual Minutes</th>
<th>Budget Error</th>
</tr>
</thead>
<tbody>
<tr>
<td>Attending Classes</td>
<td>943</td>
<td>840</td>
<td>-10.9258749</td>
</tr>
<tr>
<td>Reading</td>
<td>720</td>
<td>912</td>
<td>26.66666667</td>
</tr>
<tr>
<td>Programming</td>
<td>900</td>
<td>1105</td>
<td>22.77777778</td>
</tr>
<tr>
<td>IPQ</td>
<td>410</td>
<td>395</td>
<td>-3.65836855</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Activity</th>
<th>3rd Week Budget Plan</th>
<th>Actual Minutes</th>
<th>Budget Error</th>
</tr>
</thead>
<tbody>
<tr>
<td>Attending Classes</td>
<td>900</td>
<td>800</td>
<td>-11.11111111</td>
</tr>
<tr>
<td>Reading</td>
<td>700</td>
<td>840</td>
<td>20</td>
</tr>
<tr>
<td>Programming</td>
<td>950</td>
<td>1158</td>
<td>21.89473684</td>
</tr>
<tr>
<td>IPQ</td>
<td>405</td>
<td>405</td>
<td>1.25</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Activity</th>
<th>4th Week Budget Plan</th>
<th>Actual Minutes</th>
<th>Budget Error</th>
</tr>
</thead>
<tbody>
<tr>
<td>Attending Classes</td>
<td>900</td>
<td>650</td>
<td>-27.77777778</td>
</tr>
<tr>
<td>Reading</td>
<td>600</td>
<td>800</td>
<td>33.33333333</td>
</tr>
<tr>
<td>Programming</td>
<td>600</td>
<td>1000</td>
<td>66.66666667</td>
</tr>
<tr>
<td>IPQ</td>
<td>400</td>
<td>410</td>
<td>2.5</td>
</tr>
</tbody>
</table>

2.3 Quality Improvement Activity

This activity was introduced after one month. The quality improvement activities were concentrated on software defect management and used the second half of Humphrey’s introductory text [5]. A simplified version of PSP was combined with the usual 2nd semester topics (introduction to data structures and algorithms) [3]. Students were asked to estimate and record data about effort in each of six phases of a program development process: planning, design, code, compile, test, and post-mortem. As the course progressed, students were asked to identify and record their defects. They cited the phases in which defects were injected and in which they were removed. A primary focus of this effort was to encourage thorough and productive code reviews.

As an example, consider Figure 1, and figure 2. Figure 1 shows the defects/LOC in first half (almost equivalent to 4 weeks) of the quality improvement phase for all students for different programs (lines of codes may vary from one student to another).
The IPQ/PSP research was divided into two parts:

1) Time Management Activity;
2) Quality Improvement Activity;

Although all students entering our Software Engineering 2nd year (2nd Semester) courses had programming experience, they were yet not ready for a formally defined software development process so in the beginning of the semester, students could best assimilate and assistance from the time management activities. After 1 month, PSP activities were formally introduced. Students carried out project planning for each project. This included using historical data to estimate size, effort and quality (defect projection). Actual data for each project was collected and recorded on a summary sheet. At this level the students (after finishing 1 month and their first year in college) had the maturity and were ready for a more disciplined way to develop their programs. By delaying the introduction of PSP for a further semester (or year) would allow sloppy and undisciplined programming practices to become more entrenched and make such practices much more difficult to change.

1.2 Time Management Activity
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During the first offering, students were asked to keep an accurate time log which represented the time they spent on software engineering 2nd year (2nd semester) tasks.

There was an annual college meeting (no class) that week and a close look at individual data showed the students were not aware of meeting when their budgets were made.

1) In 2nd and 3rd week budget plan, budget error for PROGRAMMING and READING is less compare to 1st week budget plan because after 1 week, students somewhat got the better idea of PROGRAMMING and READING.
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3) In 2nd and 3rd week budget plan, budget error for PROGRAMMING and READING is less compare to 1st week budget plan because after 1 week, students somewhat got the better idea of PROGRAMMING and READING.

4) In 2nd and 3rd week budget plan, budget error for PROGRAMMING and READING is less compare to 1st week budget plan because after 1 week, students somewhat got the better idea of PROGRAMMING and READING.

5) But again in 4th week budget plan, budget error for PROGRAMMING and READING is more compare to other week budget plan because now students are reading and writing advance codes which are more time consuming than they expected.

The IPQ/PSP material was distributed rather uniformly throughout the semester. QWJ assignments consisted of time management exercises where students were asked to keep track of the time they spent on the following four activities:

- ATTENDING CLASSES- the time spent in class
- IPQ- the time spent on filling out forms and performing necessary calculations.
- PROGRAMMING- the time spent on a programming assignment
- READING- the time spent preparing for class, including class, quiz and exam preparation

There were a total of four weeks of IPQ/PSP assignments. Each weekly assignment consisted of two sub assignments: a planned/budget time that a student would spend on any of the five activities during a week, and the actual time the student spent on each of the five activities. Table 1 – 4 shows the average budget error (for 30 students) for the CLASS, READING, PROGRAMMING and IPQ tasks for weeks 1 through 4. The budget error is computed using the below formula:

\[
\text{Budget error} = 100 \times (\text{actual} - \text{budget}) / \text{budget};
\]

Research finding of time management activity through weekly budget plan is given below:

1) The error for PROGRAMMING and READING indicate more irregularity in this data than for the IPQ and CLASS data. This can be attributed to the deviation in assignment difficulty and course topics, and the fact that students are learning new objects for each assignment. 

2) The CLASS and IPQ data budget show little error. This can be attributed to the fact that these tasks have less deviation from week to week and, hence, are easy to predict.

3) Notice that in the last week of ATTENDING
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FIGURE 1: QUALITY IMPROVEMENT PHASE I

Figure 2 shows the defects/LOC in second half (almost equivalent to 4 weeks) of the quality improvement phase for all students for different programs (lines of codes vary from one student to another).

For first half of quality improvement phase, most students had 100 or more defects/kLOC (kLOC = 1000 LOC), while for second half, most students had fewer than 50 defects/kLOC. Why such a drastic alteration? One explanation might be that formal code reviews began in second half of quality improvement phase and because of that the code review was so effective that program quality was dramatically improved. However, a closer look at the data reveals some other possible factors for this improvement; type of program or quality of testing.

FIGURE 2: QUALITY IMPROVEMENT PHASE II

3. IPQ/PSP RESEARCH FINDING

Based on the objective and subject evaluations of the IPQ/PSP activities, in the 2011-2012 academic years, the IPQ/PSP objectives have not been fully achieved. However, some meaningful progress was achieved. With additional efforts, and few changes in the approach can bring one closer to achieving the objectives. Other research findings related to IPQ/PSP assignment are given below:

- There is a need for simplification and automation of forms, logs and record keeping.
- Teaching techniques must be modified as per the need.
- In time management activity, budget error decreases as plan moves from one week to another.
- Lack of commitment of some students towards their career goal.
- Quality improvement phases show that PSP plays a great role in improving the product quality.
- Students lack maturity level.
- The effort and effectiveness required for IPQ work versus apparent reward.

IPQ/PSP concepts need to be integrated throughout the Software Engineering curriculum. The author should simulate the usual appearance of papers in SEIJ.

4. CONCLUSION

The PSP is designed for use with any programming language or design methodology and it can be used for most aspects of software work, including writing requirements, running tests, defining processes, and repairing defects. When engineers use the PSP, the recommended process goal is to produce zero-defect products on schedule and within planned costs. It is not possible to design a project/program that will address all of the issues discussed in this paper. However, we believe that by amendment of the existing software engineering programs, we will be able to get closer to graduating students with qualifications that are needed currently in industry. IPQ/PSP data provides valuable information to teachers for analyzing student effectiveness in completing course work - especially programming projects. Time management activities play a great role to achieve the career goal. IPQ/PSP assignment develops an individual skill in writing quality software with few defects. Seeing through the benefits by implementing PSP in Software Process Management, it can further be beneficial for the other undergraduate curriculum (i.e. Information Technology, Computer Science, Information System etc.).
Figure 2 shows the defects/LOC in second half (almost equivalent to 4 weeks) of the quality improvement phase for all students for different programs (lines of codes vary from one student to another).

For first half of quality improvement phase, most students had 100 or more defects/kLOC (kLOC = 1000 LOC), while for second half, most students had fewer than 50 defects/kLOC. Why such a drastic alteration? One explanation might be that formal code reviews began in second half of quality improvement phase and because of that the code review was so effective that program quality was dramatically improved. However, a closer look at the data reveals some other possible factors for this improvement; type of program or quality of testing.

3. IPQ/PSP RESEARCH FINDING

Based on the objective and subject evaluations of the IPQ/PSP activities, in the 2011-2012 academic years, the IPQ/PSP objectives have not been fully achieved. However, some meaningful progress was achieved. With additional efforts, and few changes in the approach can bring one closer to achieving the objectives. Other research findings related to IPQ/PSP assignment are given below:
- There is a need for simplification and automation of forms, logs and record keeping.
- Teaching techniques must be modified as per the need.
- In time management activity, budget error decreases as plan moves from one week to another.
- Lack of commitment of some students towards their career goal.
- Quality improvement phases show that PSP plays a great role in improving the product quality.
- Students lack maturity level.
- The effort and effectiveness required for IPQ work versus apparent reward.

IPQ/PSP concepts need to be integrated throughout the Software Engineering curriculum. The author should simulate the usual appearance of papers in SEIJ.
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Abstract: In recent years, a lot of progress has been made in the field of networks and communications; and also in design of simulators. In this paper, we survey and review prominent fields where OPNET has been applied and compare it with other existing simulators. Our work helps beginners and researchers alike in estimating the useful features and limitations of OPNET and the state-of-art in network simulations, modeling and curriculum design. We cover a wide variety of areas of application, to highlight the versatility of applications of simulation tool. The conclusions from the study give valuable directions for further employment of OPNET and also for its extension.
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1. INTRODUCTION

Simulation modeling is becoming an increasingly popular approach to study the functionality and performance of proposed models in several fields [1–4]. Their usefulness and power in providing the ability to quickly experiment with multiple design options in the design space, user-friendly interface and enabling simulation of the dynamic nature of the network make them preferable over mathematical analytical modeling. Several simulators have been designed for use by the academic community and researchers. Some of them include REAL, Netlim, Harvard Simulator etc. In this survey we choose OPNET (OPtimized Network Engineering Tool) [1] and present a survey of its use and features. We also summarize the relevant features which are of particular interest to different user-groups.

Since it is impossible to do justice to this large body of research in this short survey, in what follows, we discuss some of the studies most relevant to our proposal. Some of the features of our survey are:

1) We survey the research progress from a wide spectrum and level of work, such as technical reports, experiences of teachers with teaching OPNET, OPNET in state-of-art research etc. This highlights various functionalities of OPNET.

2) This paper underscores power of OPNET as simulation tool and the crucial role network simulators play in research. We believe that this survey will help designers, architects and teachers to get an overview of OPNET in different domains of applications.

3) We focus on exploring the salient feature and limitations of OPNET, which become especially clear when OPNET is employed in a research project.

2. OPNET IN CURRICULUM AT UNDERGRADUATE AND GRADUATE LEVEL

In several fields of research, user (who may be a customer or student) satisfaction is being seen as an important criteria for measuring performance and several studies have been conducted to develop evaluation models and measure the user-satisfaction; and provide this information as feedback to take decisions about system parameters. Similarly, the use of OPNET is courses have also been widely evaluated. The experts have also strongly favored laboratory components as essential components of a networking curriculum and stated that a thorough understanding of networking requires laboratory facilities to enable the students to build, observe, experiment and measure [8].

The authors in [5] discuss their experiences with laboratory and classroom projects using OPNET and Wireshark in undergraduate networking courses, such as Data Communications and Networking, TCP/IP and Internet Technologies etc. They have found the tool as a great help in enhancing student learning and bringing student interest in computer network courses. In such courses, typically OPNET is introduced along with a classroom demonstration and step-by-step explanation through tutorials for systematic learning of each concept, such as basic steps and software specific features, modeling, running the simulation, debugging etc. They have found that the students benefit greatly from an immediate homework assignment to create and simulate their own simulation in OPNET and moving to text lecture after reviewing the previous exercise. The authors also present a brief listing of the few OPNET projects offered